1 - Escreva uma função que imprima os números de 1 a 100 e, ao lado dos números múltiplos de 3 imprima “BUZZ”, ao lado dos múltiplos de 5 imprima “BIZZ” e ao lado dos múltiplos de 3 e 5 imprima “BUZZBIZZ”.

**public** **void** questao1() {

**for** (**int** i = 1; i <= 100; i++) {

System.***out***.print(i);

**if** (i % 3 == 0) {

System.***out***.print("BUZZ");

}

**if** (i % 5 == 0) {

System.***out***.print("BIZZ");

}

System.***out***.println("");

}

}

2 - Implemente a função **somaDeQuadrados** que retorna a soma de quadrados de uma lista.

**EXEMPLO:**

somaDeQuadrados([1,2,3,4,5])

retorna o número 55.

**public** Integer somaDeQuadrados(List<Integer> listaNumeros) {

**int** total = 0;

**for** (Integer numero : listaNumeros) {

total += (numero \* numero);

}

**return** total;

}

3 - A sequencia de Fibonacci é definida pela relação:

F*n* = F*n*![−](data:image/gif;base64,R0lGODlhCwADAIABAAAAAP///yH5BAHoAwEALAAAAAALAAMAAAIHjI8Gy5wfCgA7)1 + F*n*![−](data:image/gif;base64,R0lGODlhCwADAIABAAAAAP///yH5BAHoAwEALAAAAAALAAMAAAIHjI8Gy5wfCgA7)2, onde F1 = 1 e F2 = 1.

Assim, os primeiros 12 elementos são:

F1 = 1  
F2 = 1  
F3 = 2  
F4 = 3  
F5 = 5  
F6 = 8  
F7 = 13  
F8 = 21  
F9 = 34  
F10 = 55  
F11 = 89  
F12 = 144

Escreva uma função que retorna o primeiro elemento da sequência de Fibonacci com 5 dígitos.

**public** Integer questao3 () {

List<Integer> fibonacci = **new** ArrayList<Integer>();

fibonacci.add(1);

fibonacci.add(1);

**int** contador = 1;

**do** {

contador++;

fibonacci.add(fibonacci.get(contador - 1) + fibonacci.get(contador - 2));

} **while** (fibonacci.get(contador) <= 9999);

**return** fibonacci.get(contador);

}

4 - Estrutura de dados:

Arvore {

int id;

Arvore[] filhos;

}

Escrever uma função que recebe uma árvore e um id e retorna um vetor com os ids do caminho desde o nó raiz até o nó passado como parâmetro.

int[] caminho\_arvore(Arvore a, int n);

Exemplos:

Arvore a:

![](data:image/png;base64,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)

caminho\_arvore(a, 9) retorna [1,4,2,12,13,9]

caminho\_arvore(a,1) retorna [1]

caminho\_arvore(a, 17) retorna []

caminho\_arvore(a, 4) retorna [1,4]

5 - Utilizando a função:

function acumular(combiner, nullValue, list)

{

if (list.length == 0) {

return nullValue;

}

var primeiro = list.removePrimeiro();

return combiner(primeiro, acumular (combiner, nullValue, list));

}

Implemente a função **somaDeQuadrados** que retorna a soma de quadrados de uma lista.

somaDeQuadrados([1,2,3,4,5])

retorna o número 55.

Neste caso a função acumular deve ser utilizada. A variável “combiner” é um “ponteiro para função”. A implementação da função “combiner” faz parte da solução.

6 - O termo n da sequência de “números triângulo” é dado pela fórmula:

Portanto os primeiros números da sequência são:

1, 3, 6, 10, 15, 21, 28, 36, 45, 55, ...

Convertendo cada letra de uma palavra no número correspondendo a posição no alfabeto e adicionando os valores, nós obtemos o valor de uma palavra. Por exemplo, o valor da palavra SKY é 19 + 11 + 25 = 55.

Se o valor da palavra é um “número triangulo”, então a palavra é chamada “palavra triângulo”.

Escreva uma função que retorna a posição da sequência dado uma palavra ou -1 se a palavra não for uma palavra triângulo.

int palavraTriangulo(string palavra);

palavraTriangulo(“SKY”) retorna 10.

palavraTriangulo(“ASDF”) retorna -1

**public** Integer retornarPosicaoPalavraTriangulo(String palavra) {

**int** somaPosicaoLetra = 0;

**char**[] letras = palavra.toUpperCase().toCharArray();

**for** (**char** letra : letras) {

somaPosicaoLetra += ((**int**) letra) - 64;

}

**int** aux = 1;

**int** numeroTrangulo = (aux \* (aux + 1) ) / 2;

**while**(somaPosicaoLetra > numeroTrangulo){

aux++;

numeroTrangulo = (aux \* (aux + 1)) / 2;

}

**if** (somaPosicaoLetra == numeroTrangulo)

{

**return** aux;

}

**return** -1;

}